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Abstract

Using function approximation to represent a value function is necessary for continuous and high-dimensional state spaces.
Linear function approximation has desirable theoretical guarantees and often requires less compute and samples than
neural networks, but most approaches suffer from an exponential growth in the number of functions as the dimensionality
of the state space increases. In this work, we introduce the wavelet basis for reinforcement learning. Wavelets can
effectively be used as a fixed basis and additionally provide the ability to adaptively refine the basis set as learning
progresses, making it feasible to start with a minimal basis set. This adaptive method can either increase the granularity of
the approximation at a point in state space, or add in interactions between different dimensions as necessary. We prove
that wavelets are both necessary and sufficient if we wish to construct a function approximator that can be adaptively
refined without loss of precision. We further demonstrate that a fixed wavelet basis set performs comparably against
the high-performing Fourier basis on Mountain Car and Acrobot, and that the adaptive methods provide a convenient
approach to addressing an oversized initial basis set, while demonstrating performance comparable to, or greater than,
the fixed wavelet basis. To aid in reproducibility, we publicly release our source code.1
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1 Introduction

Representing a value function in reinforcement learning (RL) in continuous state spaces requires function approximation.
One approach is non-linear function approximation, where a neural network is trained to learn useful features from raw
observations. However, this class of methods requires many samples, large amounts of computation [1], and does not
possess theoretical or convergence guarantees [2]. Another common scheme is linear function approximation, where the
value function is approximated by a weighted sum of non-learnable basis functions. This results in simple algorithms and
an error surface convex in the weights, but still allows for the representation of complex value functions because the basis
functions themselves can be arbitrarily complex. The obvious question is then: which basis functions should one use?

Several fixed basis schemes have been introduced (e.g., [3–5]), all with the inherent disadvantage of a combinatorial
explosion that makes them unsuited to high-dimensional domains. Consequently, research has focused on either
constructing basis functions from data in both discrete and continuous state spaces, or selecting an appropriate set
from a fixed dictionary of candidate basis functions with the aim of producing basis function sets that are subexponential
in the number of dimensions. A third approach is adaptive methods (e.g., [6–9]), which are a hybrid of the above. Adaptive
methods create new basis functions that complement or replace an existing set of basis functions on which learning is
performed. They have the advantage in that they are online, which reduces the sample and computational complexity,
and do not require a large dictionary of candidate functions, since they add representation complexity incrementally.

We extend existing adaptive methods to basis functions based on wavelets, which are able to approximate functions
at various scales and locations, and which can be refined to build a more accurate representation where such detail is
necessary. We further prove that wavelets are both necessary and sufficient for function splitting approaches. We present
an algorithm for value function approximation that begins with a minimal set of basis functions, and only adds interactions
between different dimensions as required. We test our approach on Mountain Car and Acrobot and our results show that
a fixed wavelet basis is competitive with the high-performing Fourier basis [4]. Furthermore, the adaptive techniques
perform comparably to the fixed basis, while not starting out with a complete basis set.

2 Value Function Approximation

The reinforcement learning problem in continuous domains is typically modelled as a Markov Decision Process and
described by a tuple (S,A, P,R, γ), where S ⊆ Rd is a d-dimensional state space, A is a set of actions, P (s′|s, a) describes
the probability of transitioning to state s′ after having performed action a in state s, R(s, a) describes the reward received
for executing such a transition, and γ is the discount factor. The agent is required to learn a policy π mapping states to
actions that maximises the return (discounted future sum of rewards) at time t: Gt =

∑∞
i=0 γ

iR(st+i, at+i) [2]. Given a
policy π, RL algorithms often estimate a value function: V π(s) = Eπ

[∑∞
i=0 γ

iR(si, ai)|s0 = s
]
, where action a is selected

according to policy π. Linear value function approximation represents V π as weighted sum of n basis function Φ:
V π(s) ≈ w ·Φ =

∑n
i=1 wiϕi(s). This approximation is linear in the components of the parameter (or weight) vector, w,

which results in simple update rules and a quadratic error surface.

Basis Functions In function approximation, a basis is a set of orthonormal functions spanning a function space, such that
anything within that function space can be exactly reconstructed using a unique weighted sum of the basis functions.
Typically, we are interested in orthonormal bases for L2(R), the space of all finite square-integrable functions. In Euclidean
spaces, f(x) ∈ L2(R) implies

∫∞
−∞ f2(x)dx is finite, a property satisfied by all value functions with finite return. Formally,

if a basis is overcomplete (i.e. not all functions are orthogonal), then it is known as a frame.

A simple choice of basis function is tile coding [5], where the state space is discretised into tile basis functions that evaluate
to 1 within a fixed region, and 0 elsewhere. Although tile coding forms a basis, it restricts the value function to be piecewise
constant. Another approach is the polynomial basis [10], which sets ϕi(s) = Πd

j=1s
ci,j
j , where each ci,j ∈ [0, . . . , n] and n

denotes the order of the basis. While orthonormal polynomials exist, simple ones are not, and may lead to redundancies in
their representations. A more common scheme is radial basis functions (RBFs) [3], where each function is a Gaussian with a
given mean and variance. RBFs have local support and are therefore well-suited to representing value functions with local
discontinuities. The Fourier basis [4] uses Fourier series terms as basis functions, setting ϕi(s) = cos(πci · s) where for order
n, ci = [c1, . . . , cd] is a vector of coefficients between 0 and n. The Fourier basis requires choosing just a single parameter
(the order) and in practice outperforms RBFs and polynomials on some common low-dimensional benchmarks [4].

The main shortcoming of these fixed-basis approaches is that the number of basis functions grows exponentially with the
dimension of the state space. This has led to feature selection approaches that use a fixed basis as a feature dictionary,
but only select a small subset of terms to compactly represent the value function. Ideally, such methods would allow
the function approximator to represent extra detail where necessary and handle local discontinuities. However, the
above basis function schemes are poorly suited to this: tile coding requires careful discretisation and can only represent
piecewise-constant functions, RBFs lack an obvious way of setting their centres and variances, and the Fourier and
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Figure 1: B-Spline wavelets of different (a) orders, (b) scales and (c) translations. In (d), the original function (purple) can
be represented as a weighted sum of its “children” functions. For clarity, these functions are not normalised.

polynomial bases produce functions with global support. We therefore require a new basis scheme suitable for general
function approximation that allows us to add spatially local basis functions to incrementally add detail to the value
function representation.

3 Wavelets

Through the use of a Fourier transform, we can represent any periodic function as an integral of sines and cosines with
varying frequencies. However, since sines and cosines have global support, the Fourier transform becomes cumbersome
when representing transient or local phenomena [11]. To deal with this issue, we can instead consider wavelets. Wavelets
are simply functions ϕ : R → R, some families of which are compactly supported [12] (nonzero in a finite interval) allowing
us to model local phenomena. There are many types of wavelets but we focus on B-Spline father wavelets here, the first
three orders of which are given by:

ϕ0(x) =

{
1 0 ≤ x ≤ 1
0 otherwise ϕ1(x) =

{
x 0 ≤ x ≤ 1
2− x 1 ≤ x ≤ 2
0 otherwise

ϕ2(x) =


0.5x2 0 ≤ x ≤ 1
0.75− (x− 1.5)2 1 ≤ x ≤ 2
0.5(x− 3)3 2 ≤ x ≤ 3
0 otherwise

(1)

In practice, these functions are normalised to satisfy
∫∞
−∞(ϕ(x))2dx = 1. We note that the zeroth order B-Spline function is

also referred to as a Haar wavelet [13], and can produce functions equivalent to disjoint tile coding. We can scale (dilate)
an arbitrary wavelet of order n by multiplying the input x ∈ R by 2j to obtain ϕn

j (x) = ϕn(2jx). We can further translate it
by k ∈ Z to obtain ϕn

j,k(x) = ϕn(2jx− k). Some examples are shown in Figure 1. One appealing property of wavelets is
that they are refinable, meaning that they can be replaced with a weighed sum of smaller copies of themselves at regular
intervals. Concretely, as shown in Figure 1d, they satisfy the refinability equation:

ϕ(x) =
∑
k

wkϕ(mx− k) with m > 1, k ∈ Z (2)

We now prove that wavelets are both necessary and sufficient as a basis that obeys this equation.
Theorem 1. If one wishes to split a basis function ϕ(x) ∈ L2(R) (that is, the basis function is finite square-integrable) into a finite
number of smaller copies of itself such that the value function remains unchanged, using Equation 2 where m > 1 and k ∈ Z, with a
finite number of wk nonzero, it is necessary and sufficient to use a compactly supported father wavelet as ϕ.
Proof. The above conditions define a father wavelet function [14]. Further, Equation 2 is obeyed by all father wavelet
functions with refinement mask m [12]. If a father wavelet has compact support, it will have a finite dilation series.

3.1 Wavelets as a basis for linear function approximation in reinforcement learning

To construct the wavelet basis for RL, given a state space S ⊆ [0, 1]d, we choose a specific order n and scale j. For each
dimension of the state space, we create wavelets with scale j, order n and translations −n ≤ k < 2j . The full basis then
consists of all combinations (products) of d of these functions, such that each term has a unique dimension. This is a fixed
basis, providing a drop-in replacement for the methods described above. As an example, with d = 2, n = 1, j = 0, we have
state [s1, s2] and the atomic functions are {ϕ(s1 − 0), ϕ(s1 + 1), ϕ(s2 − 0), ϕ(s2 + 1)}. All pairwise products with distinct
dimensions yield Φ = [ϕ(s1 − 0)ϕ(s2 − 0), ϕ(s1 − 0)ϕ(s2 + 1), ϕ(s1 + 1)ϕ(s2 − 0), ϕ(s1 + 1)ϕ(s2 + 1)].

Adaptive Methods: This still has an exponential number of terms, however. To remedy this, we can start with a minimal
basis set and add extra resolution as and when necessary. This can be done using two atomic operations: splitting and
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combining. The former takes a feature ϕ and replaces it with its children, redistributing its weight among the children,
such that the value function remains unchanged. This allows each child’s weight to be updated individually, adding
more representational capacity. In the above example, if we were to refine Φ1 in dimension 1, we obtain the children of
ϕ(s1): ϕ(2s1), ϕ(2s1 − 1), ϕ(2s1 − 2) and multiply each child with ϕ(s2) to obtain 3 new functions, which would replace
Φ1. The second operation, combining, adds in products between different dimensions dynamically, instead of starting
with a full combination. Intuitively, this allows us to start with a decoupled basis set (with (n+ 2j)d terms as opposed to
(n+ 2j)d for a fully coupled basis), where interactions between different state variables are ignored, and only added in
when doing so would improve our approximation of the value function. For example, the initial basis set would simply be
Φ = [ϕ(s1), ϕ(s1 + 1), ϕ(s2), ϕ(s2 + 1)], and conjunctions could be subsequently added.

However, this raises a new question: how do we choose which functions to split and which to combine? One solution is to
estimate the usefulness or relevance of a candidate function as we learn the value function. We first define H(ϕ,E) =
T−1
T ||Ω||(1 − ϵ)

∑T
t=0 ϵ

(T−t)E(st)ϕ(st) where T is the sample count of ϕ (the number of times that ϕ was nonzero for a
given state), ||Ω|| is the size of the domain in which ϕ is nonzero and ϵ is a hyperparameter which controls how much
weight in the moving average is put on recent samples. We then extend the relevance measure of Geramifard et al. [8]
to obtain the relevance ρ(ϕ) = H(ϕ,E(st) = δ(st)) and the observed error O(ϕ) = H(ϕ,E(st) = |δ(st)|), where δt is the TD
error δt = R(st, at) + γV (st+1)− V (st). These quantities are estimates of the inner products ⟨ϕ, δ⟩ and ⟨ϕ, |δ|⟩, respectively.
Intuitively, functions with high relevances will be frequently nonzero in the presence of error and will thus reduce this
error when added to the basis set. Finally, we define C(ϕ)=̇O(ϕ)− ρ(ϕ) for convenience.

Using the above ideas of splitting, combining and relevance, we first present AWR (Algorithm 1), in which we start
with a full basis set at some scale and adaptively increase the scale for functions that have the highest C above some
tolerance. This is similar to the method proposed by Li and Zhu [9] (who used Haar wavelets, although the theoretical
analysis is more generally applicable), but we split based on the function relevance instead of using the coefficient
magnitudes. The next algorithm is IBFDD (Algorithm 2), which starts with a decoupled basis set and adds in interactions
(i.e. products) of different basis functions as the method progresses. Finally, we combine these two to obtain the
Multiscale Adaptive Wavelet Basis (MAWB), which simply starts with a decoupled basis set, and alternates between
IBFDD and AWR as learning progresses—either increasing the detail in a local region or adding in useful interactions.

Algorithm 1 AWR: Adaptive Wavelet Refinement
Require: Basis set F, s, δt, ρ(ϕ), T (ϕ), splitting tolerance τs.

for all Functions ϕ activated by state (s, a) do
Update ρ(ϕ), O(ϕ), T (ϕ) & ρ(ϕc), T (ϕc) ∀ children ϕc of ϕ.

end for
if C(ϕ) ≥ τs and C(ϕ) = maxk(C(ϕk)) then

Replace ϕ with its children in dimension d, ϕd
j,k, where d

maximises the average relevance of the children of ϕ.
end if

Algorithm 2 IBFDD: Incremental Basis Function Depen-
dency Discovery
Require: Basis set F, s, δt, ρ(ϕ), T (ϕ), combination tolerance τc.

for all ϕf = ϕgϕh s.t. ϕg, ϕh ∈ F, ϕf /∈ F and ϕf (s) ̸= 0 do
Update ρ(ϕf ), T (ϕf )

end for
if |ρ(ϕf )| ≥ τc and |ρ(ϕf )| = maxk |ρ(ϕk)| then

F← F ∪ {ϕf}
end if

3.2 Preliminary Experiments

In Figure 2 we demonstrate the performance of the wavelet basis on two tasks using Sarsa(λ). We see that, for Mountain
Car, the fixed B-spline basis with 36 terms in total is competitive with the Fourier basis with 36 terms. For Acrobot, most
methods do well, and again, the B-Spline basis is competitive with the Fourier basis. The adaptive methods generally
perform comparably to the fixed ones, while not needing to start with an exponentially sized basis set. We do note,
however, that using a decoupled basis (which is equivalent to MAWB with τc, τs = ∞) often outperformed a coupled one,
motivating the need to investigate more complex environments. Finally, we show example value functions in Figure 3.

4 Conclusion

We introduced a linear function approximation scheme whose features are wavelet functions. We proved that the use
of wavelets is both necessary and sufficient to obtain a refinable basis of L2(R) that can perform multi-scale function
approximation. Preliminary experimental results demonstrate that wavelets are competitive with other fixed-basis
function approximation schemes.
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